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# **1. 문제 설명 및 사전 이론**

**Rebuilding a binary tree from traversal results**

Input : inorder and postorder traversal results

• First input is inorder traversal results

• Second input is postorder traversal results

• Each alphabet is separated by “, “

Output: a corresponding binary tree

• Only print the tree

• Please refer to the example execution screen

**\* Child nodes are visited from the left.**

**\* The output format must be the same as goorm example**

**\* Assume that each node in the tree contains a alphabet letter**

**\* Data of each node is unique alphabet ( No duplicates )**

**\* Uppercase and lowercase letters are distinguished**

**\* Max depth of tree is 6**

## **① Binary Tree ( 이진 트리 )**

이진 트리는 child node를 최대 2개까지만 가지는 tree data structure입니다.

여기서 child node를 각각 left child, right child라고 부릅니다.

**예시 코드**

typedef struct node\* treePointer;

typedef struct node {

    char data;

    treePointer leftChild, rightChild;

};

## **② Inorder traversal ( LVR )**

Inorder traversal은 다음과 같이 재귀적으로 진행됩니다.

Left Subtree Inorder traversal -> Root node -> Right Subtree Inorder traversal

## **③ Postorder traversal ( LRV )**

Postorder traversal은 다음과 같이 재귀적으로 진행됩니다.

Left Subtree Postorder traversal -> Right Subtree Postorder traversal -> Root node

# **2. Code 및 code 설명**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#define MAX\_STRING\_LEN 200

#define MAX\_TREE\_SIZE 53

Uppercase and lowercase letter을 모두 합쳐도 52개 이므로 string의 max size와 tree의 max size를 위와 같이 정하였습니다.

typedef struct Node\* treePointer;

typedef struct Node {

    char data;

    int level; // 해당 node의 level variable

    treePointer leftChild, rightChild;

}Node;

**Binary tree structure**

특이점은 level이라는 int형 variable이 추가된 것인데, 이후 output format에서 level별 필요한 ‘/’ or ‘\’의 개수가 다르기에 이후 계산을 위하여 structure에 element로 추가하였습니다.

char \*input; // char pointer array of inputed string for user

char \*inorder; // char pointer array of inorder traversal

char \*postorder; // char pointer array of postorder traversal

treePointer binary\_tree; // char pointer array of corresponding binary tree

char \*\*display\_binary\_tree; // two-dimensional char pointer array to store

the binary\_tree in the given format

int tree\_size; // number of alphabet in binary\_tree

int tree\_depth; // depth of binary\_tree

**Global Variables** ( 각 변수들의 설명은 주석으로 추가하였습니다. )

/\* 새로운 node를 만들고 return하는 함수 \*/

treePointer newNode(char data, int level) {

    treePointer node = (treePointer)malloc(sizeof(Node));

    node->data = data;

    node->level = level;

    node->leftChild = node->rightChild = NULL;

    return node;

} // end function newNode

data와 level이 주어졌을 때, 새로운 node를 만들고 return하는 함수입니다.

/\* inorder에서 해당 data의 index를 찾고 return하는 함수 \*/

int find\_idx(char data) {

    int i, idx;

    // inorder의 앞에서부터 data가 나올 때 까지 idx를 증가시키며 해당 idx를 찾는다.

    for(idx = 0 ; inorder[idx] != data ; idx++);

    // 해당 data를 inorder array에서 뺀다.

    for(i = idx ; inorder[i] != '\0' ; i++)

        inorder[i] = inorder[i+1];

    return idx;

} // end function find\_idx

위 함수에서는 해당 alphabet이 inorder array에서 몇 번째 index에 있는지 for문을 이용하여 탐색합니다. 이후 inorder array에서 해당 alphabet을 pop하고, index를 return하는 함수입니다.

inorder array에서 alphabet을 pop하는 이유는 우선 inorder traversal과 postorder traversal을 알았을 때, binary tree가 unique하게 만들어지는 과정을 알아야 합니다. 과정은 아래와 같습니다.

- postorder의 가장 마지막 alphabet을 root node의 data로 지정합니다.

- inorder에서 위 alphabet의 위치를 찾고 그 위치를 기준으로 left subtree, right subtree로 나눕니다.

- 위 과정을 각 subtree에서 recursive하게 반복합니다.

이 때, 두 번째 과정에서 inorder array에서 data alphabet은 array의 끝이 아닌 안쪽에 있고, postorder array에서 data alphabet은 array의 가장 오른쪽 끝에 있습니다. 따라서 buildTree 함수를 진행하며 inorder array와 postorder array의 index가 1개씩 어긋나게 되기 때문에, inorder array에서 data alphabet을 pop하여 해결하였습니다.

또한 right subtree보다 left subtree를 먼저 build하며 진행한다면 index가 어긋나기에 아래 buildTree function에서 rightChild를 먼저 recusion을 돌립니다.

/\* inorder와 postorder를 이용하여 binary tree를 만드는 함수 \*/

treePointer buildTree(int front\_idx, int last\_idx, int level) {

    if(front\_idx > last\_idx)

        /\* Case of NULL \*/

        return NULL;

    char data = postorder[last\_idx]; // postorder의 마지막 data가 현재 tree의 head node

    treePointer node = newNode(data, level); // 현재 data와 level로 새로운 node를 만든다.

    /\* Update tree\_depth. \*/

    if(node->level > tree\_depth)

        tree\_depth = node->level;

    /\* Case of this node has no child \*/

    if(front\_idx == last\_idx)

        return node;

    // 현재 node의 data가 inorder에서 몇 번째 index에 있는지 찾는다.

    int inorder\_idx = find\_idx(node->data);

    level++; // child의 level은 현재 level보다 1 높게 setting한다.

    // 앞에서 구한 inorder\_idx를 기준으로 왼쪽은 leftChild, 오른쪽은 rightChild로 subtree를 만든다.

    node->rightChild = buildTree(inorder\_idx, last\_idx - 1, level);

    node->leftChild = buildTree(front\_idx, inorder\_idx - 1, level);

    return node;

} // end function buildTree

위에서 설명한 것과 같이 buildTree 재귀함수를 구현하였습니다. 이 때, level은 현재 node의 level이고, 가장 높은 level을 tree의 depth로 설정합니다. 각 line의 설명은 주석으로 추가하였습니다.

/\* 2^n을 return하는 함수 \*/

int pow2(int n) {

    int i, value = 1;

    for(i = 0 ; i < n ; i++)

        value \*= 2;

    return value;

} // end function pow2

n을 argument로 받았을 때, 2^n값을 return하는 함수입니다. 이후, number\_of\_slash function과 display\_binary\_tree의 row와 col을 계산할 때 사용됩니다.

/\* 해당 node에서 child node로 갈 때 필요한 '/' or '\'의 개수를 return하는 함수

\*/

int number\_of\_slash(treePointer node) {

    if(tree\_depth - node->level == 1)

        return 1;

    return 3 \* pow2(tree\_depth - node->level - 2) - 1;

} // end function number\_of\_slash

number of slash를 계산할 때는 밑에서부터 몇 번째 높이인지가 중요하기에 를 ( tree\_depth – node->level ) 라고 잡고, 를 number of slash의 개수 함수라고 잡으면 점화식은 다음과 같이 세워집니다.

위 점화식을 풀면 이라는 일반항을 구할 수 있습니다.

/\* binary tree를 출력할 display\_binary\_tree 2nd array를 setting하는 함수 \*/

void set\_display(treePointer node, int row, int col) {

    if(!node)

        /\* Case of NULL \*/

        return;

    // 현재 좌표에 data를 넣는다.

    display\_binary\_tree[row][col] = node->data;

    int i, now\_row, now\_col; // for문에 이용할 variables

    if(node->leftChild) {

        /\* Case of leftChild of the current node exists \*/

        // 현재 좌표에서 왼쪽 아래로 number\_of\_slash(node)만큼 내려가며 '/'를 넣는다.

        for(i = 0, now\_row = row, now\_col = col ; i < number\_of\_slash(node) ; i++)

            display\_binary\_tree[++now\_row][--now\_col] = '/';

        // leftChild를 기준으로 다시 setting한다. (좌표도 함께 이동)

        set\_display(node->leftChild, ++now\_row, --now\_col);

    }

    if(node->rightChild) {

        /\* Case of rightChild of the current node exists \*/

        // 현재 좌표에서 오른쪽 아래로 number\_of\_slash(node)만큼 내려가며 '\'를 넣는다.

        for(i = 0, now\_row = row, now\_col = col ;

i < number\_of\_slash(node) ; i++)

            display\_binary\_tree[++now\_row][++now\_col] = '\\';

        // rightChild를 기준으로 다시 setting한다. (좌표도 함께 이동)

        set\_display(node->rightChild, ++now\_row, ++now\_col);

    }

} // end function set\_display

display binary tree를 setting하는 함수입니다. 각 code의 설명은 주석으로 추가하였습니다.

int main(void) {

    int i, j, idx; // for문에 사용할 variables

    input = (char \*)malloc(sizeof(char)\*MAX\_STRING\_LEN);

    int input\_len; // 입력된 input의 길이

    /\* inorder traversal results를 input에 받고 inorder array에 alphabet만 저장한다. \*/

    gets(input);

    input\_len = strlen(input);

    inorder = (char \*)malloc(sizeof(char)\*MAX\_TREE\_SIZE);

    for(i = 0, idx = 0 ; i < input\_len ; i += 3)

        inorder[idx++] = input[i];

    inorder[idx] = '\0';

    /\* postorder traversal results를 input에 받고 postorder array에 alphabet만 저장한다. \*/

    gets(input);

    postorder = (char \*)malloc(sizeof(char)\*MAX\_TREE\_SIZE);

    for(i = 0, idx = 0 ; i < input\_len ; i += 3)

        postorder[idx++] = input[i];

    postorder[idx] = '\0';

gets function을 이용하여 “, “를 포함해서 input에 받습니다. 이후 3개마다 alphabet이 들어오므로 for문을 이용하여 inorder array와 postorder array에 alphabet들을 차례로 받습니다.

    /\* binary\_tree를 입력받은 inorder, postorder에 맞게 만든다. \*/

    tree\_size = idx; // tree의 node 개수

    binary\_tree = buildTree(0, tree\_size-1, 1);

binary\_tree를 buildTree function을 이용하여 만듭니다. ( treePointer 구조 )

    /\* binary\_tree를 주어진 형식에 맞게 display한다. \*/

    int row, col; // display\_binary\_tree 배열의 row, col 개수

    if(tree\_depth == 1)

        row = col = 1;

    else {

        row = 3 \* pow2(tree\_depth - 2);

        col = 3 \* pow2(tree\_depth - 1) - 1;

    }

    // display\_binary\_tree를 위에서 계산한 row, col에 맞게 memory allocation한다.

    display\_binary\_tree = (char \*\*)malloc(sizeof(char \*)\*row);

    for(i = 0 ; i < row ; i++)

        display\_binary\_tree[i] = (char \*)malloc(sizeof(char)\*col);

를 tree\_depth 라고 잡고, 를 x에 따라 필요한 행렬의 row, 를 x에 따라 필요한 행렬의 col라고 잡으면 점화식은 다음과 같이 세워집니다.

위 점화식을 풀면 이라는 일반항을 구할 수 있습니다.

    // display\_binary\_tree의 모든 element를 ' '로 initialization한다.

    for(i = 0 ; i < row ; i++)

        for(j = 0 ; j < col ; j++)

            display\_binary\_tree[i][j] = ' ';

    set\_display(binary\_tree, 0, row-1); // Make display\_binary\_tree

display\_binary\_tree의 모든 element를 ‘ ‘로 초기화한 후, head node의 위치를 맨 윗줄의 가운데 ( 0, row-1 )로 잡습니다. 이후 set\_display function을 이용하여 binary\_tree를 output format으로 변환한 2차원 배열을 만듭니다.

    /\* Display the result \*/

    for(i = 0 ; i < row ; i++) {

        for(j = 0 ; j < col ; j++)

            printf("%c", display\_binary\_tree[i][j]);

        puts("");

    }

    // Frees the allocated memory.

    free(input);

    free(inorder);

    free(postorder);

    free(binary\_tree);

    for(i = 0 ; i < row ; i++)

        free(display\_binary\_tree[i]);

    free(display\_binary\_tree);

} // end main function

결과를 출력한 후 할당 받은 동적 메모리를 모두 해제 시킵니다.

# **3. 코드 실행 결과**

## **① Case 1 ( Min size )**

**Input**

A

A

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAcCAIAAAASrSP9AAAAAXNSR0IArs4c6QAAALpJREFUSEtjlJOTY6ABYKKBmSAjR82FBOxoOAzncLCuXbxu3brFtdZE5yKi0oO1kxrD+c3nGdSciDaYGHOBxnK/ejJ/3y0SDCbCXJCx96/MZzj65BU30S4mbC7MWAaG+VfuE20wQXMRxpJkMCOB8heYEooNuZGTwdfzvbHNRwklDELuVRPgBhoUBAO9578SFxQEzE3UUfx6ax/CdUf33SLOYELhQMi/uOQJhcOoueSGwHAuf0kPE1qlMwDYtTelKYcvLgAAAABJRU5ErkJggg==)

## **② Case 2**

**Input**

A, B, C, E, D, F

A, C, B, D, F, E

**Output**

![텍스트, 게이지이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAABsCAIAAACDwPmhAAAAAXNSR0IArs4c6QAABFpJREFUeF7tnSGU4jAQhrNnMadQ+3ivBrUGXYfH4Ffgzlej0PXnEOtr8Dg0ZhWmBoVag7+0vG4L95pMJpNJlze1mzTJ138myewkvEwmEyVPD4FfQsZAQOiY5CF0hA7WfYh2TOReBjJnrfJikbQdvR7z980B+8nJ6g2IzvxrEES6aMWyxCtjTW1AltX1O+VumW2xY6KrNyA64nfoPivLm8Qry3oHK7Sh+B1s/8PWE8uS9Q5WYaId0Y5oB0tAtIMlF9nv6LDOxzrt67z5r9ghO9SLSiddz5Ny3x/l2hZHNZ33wnMYJrJoTDrpfKqOhWkrftif1Gy5Qo7Nv1pEOqvlTJ325vDoYbMvk3m/7fkDML4hGh2bVTW93n6Wo2jWFYuOtqpR+QkJcFXOJ5Z1RaJTWZXZ5bSK187nmrxFcT5x6KzekqvN5XTwRHM+MehAXU7LJ5bziUAH7nI6eOI4H346Li4ntnVJbFB2odhFI79lYXsao57QEcvC6k60MwztUIWyqN4D0ROXdtzXx3295wyJMdGxB7ogn/JWhjEkxkMHEuhywMO2K+WgQ2dV3CExBjqYXadNSEwhsfB0cLtOGx6ekFhwOm6BLhsU5k17YDr0Loc1JBaWTgiXwxkSC0onjMthtC6Jfg1jnwV3uMMpGdSyhjNMZE+EjlgWUjpKtCPawWqHaka/P7nIfoAoXX9ks9E3BKqDk5SWpZnUz65MFjl/zkTTvO4B1ZlSSjqd6Isav0ZM98Ma0n/1QtAJtS0nGzT4RUH8DpXZg0ehHvwOld+j1E5j+PlpmhX8jqfjd6jOlFLSaT51lSj6HI4nBJ0q5OWQ+Aa3H/aSlHSSRVE/2eyyo5pT2YHcNUjlleOOIlTrlNoJ1cd47xU6sgvFqk+0I9oR7WAJhNRO3KOLofPA/PyO7R/BYfO0bK37q8mLjj2jK2Selr11bzw+dCAZXeGOLkJa98WDpwPVdZjTQ9DW/fig6cDTK0LkacFb98KDpeOSXkGfp+XSug8eJB230DG183Fr3QMPio670VM6H/fW0XwwdDBGT+d8MK1j8SDo4IyeyrpwrSPxSGww5D4L+VF+SDWEZf2QkVF0U+iIZWF1JNoR7WC1A5jRb/kNtHkVbapY/3vv08lo2wfisltWHWTaEV5PpmkXi/ExvyWK/VVLw8VV32kd+oaizHC7HHC0rsWsdKqF++W81deTEd0vpRe7o7L9P/thkwF+GuGwed+VI/YrnGx0ml3N4XyhuX5L768V7Eqrhw99+rqyp71Y6LRbPspdtqvA6/L6+6Dq+VQy0+nuh2PjSV/HPgNF1TXSqeCoJiun+iUVAuOqDARzx1ndl8uZ99dbjHSmv6uJ/Da36Cc/Xv3x1GlznXzmdJ0DLltc5XpRUe6o8gGhQjLReQxQVvFhfzxqm9X53rc8seKPKgxzVlOsXgFws1EKsBqEgn7CcrYZ/QmH7DAkoSO7UAe53BUV7Yh2RDtYAqIdLLl/uMf0hsXRd1YAAAAASUVORK5CYII=)

## **③ Case 3**

**Input**

B, A, D, C, F, E, G

B, D, F, G, E, C, A

**Output**

![](data:image/png;base64,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)

## **④ Case 4**

**Input**

D, C, B, A

D, C, B, A

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAADSCAIAAACzTAc9AAAAAXNSR0IArs4c6QAAB0pJREFUeF7tnS13KkkQhidrMauicjgHE3UNGhcfg4/gN6BR0ePXIeIxeBwaE4UZExW1Br9DcgjsbnKZ6o/p6uoH3d1T9dZDd013zczNcDis+KHAhwJ/oAMKfCkADcBwVgAaoAEaYOA7BZgb4IK5AQaYG2Dg9woUv1JMFi+r1eplMYEU9hsmD/fVbr2r7h/AoXgaWhgG72/LzR4c2Is8wtC8Lqvt2/uA2aHwueEEQ1UtXxtwKJuGMwzg8JlD35R7htneTczHg8tbicOufnreFnxzUfAd5v2fgzb809Ov3h2KXyzKpWH2a3TYb84zwXazLx6HgleKgleEn1wvd24Ahv8rAA1QwRkmDHCGCQOcYcJAVwXIG7oqVUK7EmmY1dQzfM92eTRMFg+jZlP0BvSP01xxNHyUt6yWJcz7ch9Lo2E2HVeX+9FyxSz3KIsGVgnuML8UuCxosPwXd/atpLnhuEqQMvwOlYJo+O8RtvM/yG7HYmggZegAcSk0kDJ0gKGUt3mQMnSBoeQq2U76lNWolJWirKi6egsNrspZ7AcNFqPq6hM0uCpnsR80WIyqq0/GaaCwRQSGaRrYfxSxYPsZbQpbhDBY3ouksEUKg10aWCXELNhdKTilcoDB6tzAKZULDEZpoLDFCQaTNJAyuLFgMm8gZXCFweDcQMrgDAPVLu7SGexpemfaYLziugQNcfXNa3RoyCteca2Fhrj65jU6NOQVr7jW2qGBwhZ/UqzQwP6jPwtm9iIpbAkBg5G9SApbgsBgggZWiTAsmFgpOKUKBYOBuYFTqmAw5E8DhS3hYMidBlKGgCzknjeQMgSFIe+5gZQhLAxUuwTWM+/hrOxM5x0FLdZDg5ZIaLADGjREQYsN0KAlEhrsgAYNUdBiQ5Y0UNgSCZ8MaWD/MRILOe5FUtgSDYb89iIpbIkHQ240sEpEZCG3lYJTqqgw5DU3cEoVF4asaKCwJTIMGdFAyhCbhYzyBlKG+DBkMzeQMvQAA9UufYiczTUy3JnORtv8DIWG/GIWz2JoiKdtfiNDQ34xi2cxNMTTNr+RtdNAYUufTOmmgf3HPllQvhdJYUu/MKjei6SwpWcYFNPAKtE3C4pXCk6p+odB7dzAKVUCGLTSQGFLChh00kDKkIQFnXkDKUMiGDTODaQMqWCg2iWZ8hovrHtnWqNilm2CBsvRlfoGDVLFLLeHBsvRlfoGDVLFLLeHBsvRlfp2MxwOpX3CtW8rmx5HX8M16+l8GW5wRhIrkH5uaBn4+K2b0WM9EztAh4AKpKfh5Mzytalu7yYBfWMoqQJ6aODYUhq78O0V5Q2HXf30vA3vIiN2ViD93HDKG+r9/XxF4tA5cjEapqfh5NX2eUPiECPEgjH10HAscTnsNywVguiFbqoob6jYbwgdXel4aWmQWkv7uAroWSni+snoXRSAhi4qldIGGkqJdBc/oaGLSqW0gYZSIt3FT2joolIpbdLQwBtbdPKVggYerNPJQpIn73hji1YYEjx5xxtb1MLQOw2sEnpZ6H2l4PFrzTD0PDfw+LVqGPqlgdJH3TD0SQMpg3IW+swbSBnUw9Df3EDKoB8G3u2SQYz6MzHFznR/3nElmQLQINPLdmtosB1fmXfQINPLdmtosB1fmXfRaaCwRRaQpK0j08D+Y9LoSi8elwYKW6TxSNs+Kg0UtqQNrvjqEWlglRBHI3WHeDRwSpU6tvLrR6OBUyp5MJL3iEUDhS3JQ+tgQBwaSBkcQqGgSxQaSBkURNbFhBg0kDK4REJDH970oyEKWmyIMTdo8Q07pApAg1Qxy+2hwXJ0pb5Bg1Qxy+2hwXJ0pb5Bg1Qxy+1D3GGev0fERwXyZsV3bpgsXlaPt7v682tEf1XTBV+fyZcIz7nhOC1UfJws3/j/23K/uaE9qayaV75TBw1WFMCPswJ+cwNK2lLAj4b934dq9IuPWFphwo+Gj29RXXzUdLKouafIGA3Pe4qj5xefP2a/IWMUWtMD0JC3AFh/oYDfSoGUthSABlvx9PMGGvz0s9UbGmzF088baPDTz1ZvaLAVTz9vHGngjS1+sivt7UQDD9YpjaavWS408MYWX9W19neggTe2aA2mt11iGlglvDXXO4CUBh6/1htLf8uENPD4tb/kikeQ0cAbWxSHMoBpEhpIGQIIrnoIAQ2kDKojGcK47jSQMoTQW/cY1D7pjk+/1nWfG/q1i6ulUAAaUqiu9ZrQoDUyKeyChhSqa70mNGiNTAq7oCGF6lqv+d0d5sXDU63ZPD+lNXbh7fppbmjWn29rqXfVeP7Cw5Xhldc44rWVYvv8tG4G4ynPYWuMXmibrtHQXu/4WP7tHa9zCi29wvE60LB9e1doOCZFUKADDZO72wgXZkiFClyn4XiQXb2/bRUaj0mBFbhGw6yejwfNes573wILr3K4q/sNbDeojFsco6hviKNrnqNeWyny9Aqr3RSABjfdbPaCBptxdfMKGtx0s9kLGmzG1c2rfwBGVNwl4ezg0gAAAABJRU5ErkJggg==)

## **⑤ Case 5**

**Input**

B, A, C

B, C, A

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAA5CAIAAADsuH/sAAAAAXNSR0IArs4c6QAAAipJREFUaEPtmSGTgzAQhdOzmFNVN53BoGqqcXgM/gS/AY2qxtch6jF4HBpThcFUVZ3BX9I5Su6mpNnNpjOdSyywfLx9SV7T1WazYa8w3l4BUjA6UOpOESka5seqqo55SM13q0cDGkYB6+qOBZE1UhJQzuldzmXTWySlABWcw6lk7fniWdOUAHTiZKw8DdZIzUFnTqukK9Odic/3bOfJk33sis99Sz39jRUN3j1Olkyj6EY73TcFTbf+2Dezfm3T2yE1bj11i5fqmSr6LE4XSsiVdq2nlvQfKJoWqvypvoqQG6tomEf+0CzvlGVFnE6RoNekXJUKZfgWxXZJitDu/iM40DTZMXnjvFe73TeDH5H9OMGAPmr7hE0aTxGgcgBVd1YYlar9cFDRdrU9Z3qRpfwtiVHBoH9znVpTOqMCQXXtOeNTGRUGqm9PiZTGqCBQiD0lo5KsUy7hk21JP4VArad+OaSeA4WopXOvU1RHJcg9S8sTT+ixfys01EmmCp+AN86FYWdUqtZzvOuoBz8uKJKFOECP19NJ1YElgLSq41G+XbP1h/mhN9/YvKG+nfS1+wxw6KcDCgtMizbgZZg4mMYNFagf8386+ODdOgC+HQfy6CkdjxZ9kFUkJn1Eo7iu03qRfglM2n+NDB/3dUBFWv51WosT5vq90voR5gVg1j97HZXWZ9g66vIozh7LT+l4lPqdqHoOFCWb4TpK/U5UPdd6lGyu9dSyKep9A3981/OlEincAAAAAElFTkSuQmCC)

## **⑥ Case 6**

**Input**

o, A, c, s, m, W, B, S, y, Y, g, G

o, c, A, s, W, S, B, Y, G, g, y, m

**Output**

![손목시계이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

## **⑦ Case 7 ( Max size )**

**Input**

f, P, g, H, h, Q, i, D, j, R, k, I, l, S, m, B, n, T, o, J, p, U, q, E, r, V, s, K, t, W, u, A, v, X, w, L, x, Y, y, F, z, Z, M, a, C, b, N, c, G, d, O, e

f, g, P, h, i ,Q, H, j, k, R, l, m, S, I, D, n, o, T, p, q, U, J, r, s, V, t, u, W, K, E, B, v, w, X, x, y, Y, L, z, Z, a, M, F, b, c, N, d, e, O, G, C, A

**Output**

![저울, 선이(가) 표시된 사진
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